Multithreading in Java

1. [Multithreading](https://www.javatpoint.com/multithreading-in-java)
2. [Multitasking](https://www.javatpoint.com/multithreading-in-java" \l "multitasing)
3. [Process-based multitasking](https://www.javatpoint.com/multithreading-in-java" \l "multiprocessing)
4. [Thread-based multitasking](https://www.javatpoint.com/multithreading-in-java" \l "multithreading)
5. [What is Thread](https://www.javatpoint.com/multithreading-in-java" \l "thread)

**Multithreading in [Java](https://www.javatpoint.com/java-tutorial)** is a process of executing multiple threads simultaneously.

A thread is a lightweight sub-process, the smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

However, we use multithreading than multiprocessing because threads use a shared memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

### Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at the same time.

2) You **can perform many operations together, so it saves time**.

3) Threads are **independent**, so it doesn't affect other threads if an exception occurs in a single thread.

## Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved in two ways:

* Process-based Multitasking (Multiprocessing)
* Thread-based Multitasking (Multithreading)

### 1) Process-based Multitasking (Multiprocessing)

* Each process has an address in memory. In other words, each process allocates a separate memory area.
* A process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another requires some time for saving and loading [registers](https://www.javatpoint.com/register-memory), memory maps, updating lists, etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* A thread is lightweight.

## Java Thread Methods

Life cycle of a Thread (Thread States)

1. [Life cycle of a thread](https://www.javatpoint.com/life-cycle-of-a-thread)
   1. [New](https://www.javatpoint.com/life-cycle-of-a-thread" \l "threadstatenew)
   2. [Runnable](https://www.javatpoint.com/life-cycle-of-a-thread" \l "threadstaterunnable)
   3. [Running](https://www.javatpoint.com/life-cycle-of-a-thread" \l "threadstaterunning)
   4. [Non-Runnable (Blocked)](https://www.javatpoint.com/life-cycle-of-a-thread" \l "threadstateblocked)
   5. [Terminated](https://www.javatpoint.com/life-cycle-of-a-thread" \l "threadstateterminated)

A thread can be in one of the five states. According to sun, there is only 4 states in **thread life cycle in java** new, runnable, non-runnable and terminated. There is no running state.

But for better understanding the threads, we are explaining it in the 5 states.

The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:

1. New
2. Runnable
3. Running
4. Non-Runnable (Blocked)
5. Terminated
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|  |
| --- |
| 1) New The thread is in new state if you create an instance of Thread class but before the invocation of start() method. |

### 2) Runnable

The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

### 3) Running

The thread is in running state if the thread scheduler has selected it.

### 4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

### 5) Terminated

A thread is in terminated or dead state when its run() method exits.

# How to create thread

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends  Object class and implements Runnable interface. |

### Commonly used Constructors of Thread class:

|  |
| --- |
| * Thread() * Thread(String name) * Thread(Runnable r) * Thread(Runnable r,String name) |

### Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

### Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts(with new callstack). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

### 1) Java Thread Example by extending Thread class

**class** Multi **extends** Thread{

**public** **void** run(){

System.out.println("thread is running...");

}

**public** **static** **void** main(String args[]){

Multi t1=**new** Multi();

t1.start();

 }

}

### 2) Java Thread Example by implementing Runnable interface

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);
9. t1.start();
10. }
11. }

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Modifier and Type** | **Method** | **Description** |
| 1) | void | [start()](https://www.javatpoint.com/java-thread-start-method) | It is used to start the execution of the thread. |
| 2) | void | [run()](https://www.javatpoint.com/java-thread-run-method) | It is used to do an action for a thread. |
| 3) | static void | [sleep()](https://www.javatpoint.com/java-thread-sleep-method) | It sleeps a thread for the specified amount of time. |
| 4) | static Thread | [currentThread()](https://www.javatpoint.com/java-thread-currentthread-method) | It returns a reference to the currently executing thread object. |
| 5) | void | [join()](https://www.javatpoint.com/java-thread-join-method) | It waits for a thread to die. |
| 6) | int | [getPriority()](https://www.javatpoint.com/java-thread-getpriority-method) | It returns the priority of the thread. |
| 7) | void | [setPriority()](https://www.javatpoint.com/java-thread-setpriority-method) | It changes the priority of the thread. |
| 8) | String | [getName()](https://www.javatpoint.com/java-thread-getname-method) | It returns the name of the thread. |
| 9) | void | [setName()](https://www.javatpoint.com/java-thread-setname-method) | It changes the name of the thread. |
| 10) | long | [getId()](https://www.javatpoint.com/java-thread-getid-method) | It returns the id of the thread. |
| 11) | boolean | [isAlive()](https://www.javatpoint.com/java-thread-isalive-method) | It tests if the thread is alive. |
| 12) | static void | [yield()](https://www.javatpoint.com/java-thread-yield-method) | It causes the currently executing thread object to pause and allow other threads to execute temporarily. |
| 13) | void | [suspend()](https://www.javatpoint.com/java-thread-suspend-method) | It is used to suspend the thread. |
| 14) | void | [resume()](https://www.javatpoint.com/java-thread-resume-method) | It is used to resume the suspended thread. |
| 15) | void | [stop()](https://www.javatpoint.com/java-thread-stop-method) | It is used to stop the thread. |
| 16) | void | [destroy()](https://www.javatpoint.com/java-thread-destroy-method) | It is used to destroy the thread group and all of its subgroups. |
| 17) | boolean | [isDaemon()](https://www.javatpoint.com/java-thread-isdaemon-method) | It tests if the thread is a daemon thread. |
| 18) | void | [setDaemon()](https://www.javatpoint.com/java-thread-setdaemon-method) | It marks the thread as daemon or user thread. |
| 19) | void | [interrupt()](https://www.javatpoint.com/java-thread-interrupt-method) | It interrupts the thread. |
| 20) | boolean | [isinterrupted()](https://www.javatpoint.com/java-thread-isinterrupted-method) | It tests whether the thread has been interrupted. |
| 21) | static boolean | [interrupted()](https://www.javatpoint.com/java-thread-interrupted-method) | It tests whether the current thread has been interrupted. |
| 22) | static int | [activeCount()](https://www.javatpoint.com/java-thread-activecount-method) | It returns the number of active threads in the current thread's thread group. |
| 23) | void | [checkAccess()](https://www.javatpoint.com/java-thread-checkaccess-method) | It determines if the currently running thread has permission to modify the thread. |
| 24) | static boolean | [holdLock()](https://www.javatpoint.com/java-thread-holdlock-method) | It returns true if and only if the current thread holds the monitor lock on the specified object. |
| 25) | static void | [dumpStack()](https://www.javatpoint.com/java-thread-dumpstack-method) | It is used to print a stack trace of the current thread to the standard error stream. |
| 26) | StackTraceElement[] | [getStackTrace()](https://www.javatpoint.com/java-thread-getstacktrace-method) | It returns an array of stack trace elements representing the stack dump of the thread. |
| 27) | static int | [enumerate()](https://www.javatpoint.com/java-thread-enumerate-method) | It is used to copy every active thread's thread group and its subgroup into the specified array. |
| 28) | Thread.State | [getState()](https://www.javatpoint.com/java-thread-getstate-method) | It is used to return the state of the thread. |
| 29) | ThreadGroup | [getThreadGroup()](https://www.javatpoint.com/java-thread-getthreadgroup-method) | It is used to return the thread group to which this thread belongs |
| 30) | String | [toString()](https://www.javatpoint.com/java-thread-tostring-method) | It is used to return a string representation of this thread, including the thread's name, priority, and thread group. |
| 31) | void | [notify()](https://www.javatpoint.com/java-thread-notify-method) | It is used to give the notification for only one thread which is waiting for a particular object. |
| 32) | void | [notifyAll()](https://www.javatpoint.com/java-thread-notifyall-method) | It is used to give the notification to all waiting threads of a particular object. |
| 33) | void | [setContextClassLoader()](https://www.javatpoint.com/java-thread-setcontextclassloader-method) | It sets the context ClassLoader for the Thread. |
| 34) | ClassLoader | [getContextClassLoader()](https://www.javatpoint.com/java-thread-getcontextclassloader-method) | It returns the context ClassLoader for the thread. |
| 35) | static Thread.UncaughtExceptionHandler | [getDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-getdefaultuncaughtexceptionhandler-method) | It returns the default handler invoked when a thread abruptly terminates due to an uncaught exception. |
| 36) | static void | [setDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-setdefaultuncaughtexceptionhandler-method) | It sets the default handler invoked when a thread abruptly terminates due to an uncaught exception. |

* Cost of communication between the thread is low.

## What is Thread in java

A thread is a lightweight subprocess, the smallest unit of processing. It is a separate path of execution.

Threads are independent. If there occurs exception in one thread, it doesn't affect other threads. It uses a shared memory area.

Java provides **Thread class** to achieve thread programming. Thread class provides [constructors](https://www.javatpoint.com/java-constructor) and methods to create and perform operations on a thread. Thread class extends [Object class](https://www.javatpoint.com/object-class) and implements Runnable interface.

# Thread Scheduler in Java

**Thread scheduler** in java is the part of the JVM that decides which thread should run.

There is no guarantee that which runnable thread will be chosen to run by the thread scheduler.

Only one thread at a time can run in a single process.

The thread scheduler mainly uses preemptive or time slicing scheduling to schedule the threads.

### Difference between preemptive scheduling and time slicing

Under preemptive scheduling, the highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence. Under time slicing, a task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

**[next →](https://www.javatpoint.com/can-we-start-a-thread-twice)[← prev](https://www.javatpoint.com/Thread-Schedular)**

# Sleep method in java

The sleep() method of Thread class is used to sleep a thread for the specified amount of time.

## Syntax of sleep() method in java

The Thread class provides two methods for sleeping a thread:

* public static void sleep(long miliseconds)throws InterruptedException
* public static void sleep(long miliseconds, int nanos)throws InterruptedException

## Example of sleep method in java

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestSleepMethod1 t1=**new** TestSleepMethod1();
10. TestSleepMethod1 t2=**new** TestSleepMethod1();
12. t1.start();
13. t2.start();
14. }
15. }

Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an *IllegalThreadStateException* is thrown. In such case, thread will run once but for second time, it will throw exception.

Let's understand it by the example given below:

1. **public** **class** TestThreadTwice1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestThreadTwice1 t1=**new** TestThreadTwice1();
7. t1.start();
8. t1.start();
9. }
10. }

# What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

**[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1" \t "_blank)**

Output:running...

![MainThreadStack](data:image/jpeg;base64,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) ***Problem if you direct call run() method***

1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

# The join() method

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

### Syntax:

|  |
| --- |
| public void join()throws InterruptedException |
| public void join(long milliseconds)throws InterruptedException |

***Example of join() method***

1. **class** TestJoinMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod1 t1=**new** TestJoinMethod1();
12. TestJoinMethod1 t2=**new** TestJoinMethod1();
13. TestJoinMethod1 t3=**new** TestJoinMethod1();
14. t1.start();
15. **try**{
16. t1.join();
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

***Example of join(long miliseconds) method***

1. **class** TestJoinMethod2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod2 t1=**new** TestJoinMethod2();
12. TestJoinMethod2 t2=**new** TestJoinMethod2();
13. TestJoinMethod2 t3=**new** TestJoinMethod2();
14. t1.start();
15. **try**{
16. t1.join(1500);
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }